**PROBABILISTIC REASONING ASSIGNMENTS**

Name **: R S Harish Kumar**

Roll no. **: AM.EN.U4AIE22042**

1. **What is a Bayesian classifier?**

**LAB-1**

A Bayesian classifier is a type of statistical classifier based on Bayes' Theorem, which provides a way to update the probability of a hypothesis as more evidence becomes available. It’s widely used in machine learning for tasks such as classification, especially with text data. The most well-known example is the Naive Bayes classifier.

1. **Why we use a Naive Bayes Classifier? Why it is called Naive?**

A Naive Bayes classifier is used because it is simple, efficient, and effective for many classification tasks, especially with high-dimensional data like text. Despite its simplicity, it can perform well in various applications such as email spam detection, sentiment analysis, and medical diagnosis.

The classifier is termed "naive" because it makes a naive assumption: it assumes that all features are conditionally independent given the class label.

1. **What are the possible advantages in choosing Naive Bayes Classifier?**
   * Simple and Fast: Easy to implement and quick to train, even on large datasets.
   * Effective with Small Data: Works well with limited training data.
   * Performs Well with High-Dimensional Data: Great for text classification and other tasks with many features.
   * Handles Multi-Class Problems: Naturally supports multi-class classification.
   * Interpretable: Provides clear probability estimates for each class.
   * Robust to Irrelevant Features: Can perform well even with noisy or irrelevant features.
2. **Prepare a classification model using Naive Bayes for the given data.**
3. **Consider class Fish as Y1, class Animal as Y2, and class Bird as Y3 Compute P(Y1), P(Y2), P(Y3).**
4. **Consider the test sample X=(Slow, Rarely, No). Predict the class label for the test sample, using the Naive Bayes classifier. (Hint: Find P(Y1/X), P(Y2/X), and P(Y3/X)).**

[\* Executing Qns 4 to 6 in a single code \*] CODE

% Data preparation

Swim = {'Fast', 'Fast', 'Slow', 'Fast', 'No', 'No', 'No', 'Slow', 'Slow', 'Slow', 'No', 'Fast'}';

Fly = {'No', 'No', 'No', 'No', 'Short', 'Short', 'Rarely', 'No', 'No', 'No', 'Long', 'No'}';

Crawl = {'No', 'Yes', 'No', 'No', 'No', 'No', 'No', 'Yes', 'No', 'Yes', 'No', 'No'}';

ClassLabel = {'Fish', 'Animal', 'Animal', 'Animal', 'Bird', 'Bird', 'Animal', 'Animal', 'Fish', 'Fish', 'Bird', 'Bird'}';

% Convert categorical data into numeric categories\_swim = unique(Swim); categories\_fly = unique(Fly); categories\_crawl = unique(Crawl); categories\_class = unique(ClassLabel);

Swim\_int = arrayfun(@(x) find(strcmp(x, categories\_swim)), Swim); Fly\_int = arrayfun(@(x) find(strcmp(x, categories\_fly)), Fly); Crawl\_int = arrayfun(@(x) find(strcmp(x, categories\_crawl)), Crawl);

ClassLabel\_int = arrayfun(@(x) find(strcmp(x, categories\_class)), ClassLabel);

% Combine data into a matrix

data = [Swim\_int, Fly\_int, Crawl\_int, ClassLabel\_int];

% Step 2: Compute Prior Probabilities P(Y1), P(Y2), P(Y3)

num\_classes = length(categories\_class);

priors = histc(data(:, end), 1:num\_classes) / size(data, 1); disp('Prior Probabilities:');

for c = 1:num\_classes

fprintf('P(Y%d) = %.2f\n', c, priors(c)); end

% Step 3: Calculate likelihoods P(X|Y) for each feature and class num\_features = size(data, 2) - 1;

likelihoods = cell(num\_classes, num\_features); for c = 1:num\_classes

class\_data = data(data(:, end) == c, 1:num\_features); for f = 1:num\_features

feature\_vals = unique(data(:, f));

likelihoods{c, f} = histc(class\_data(:, f), feature\_vals) / size(class\_data, 1); end

end

% Test sample X = (Slow, Rarely, No)

test\_sample = [find(strcmp('Slow', categories\_swim)), ... find(strcmp('Rarely', categories\_fly)), ... find(strcmp('No', categories\_crawl))];

% Step 4: Compute posterior probabilities P(Y|X) = P(X|Y)\*P(Y)/P(X) posteriors = zeros(num\_classes, 1);

for c = 1:num\_classes posterior = priors(c); for f = 1:num\_features

posterior = posterior \* likelihoods{c, f}(test\_sample(f)); end

posteriors(c) = posterior; end

% Normalize posteriors to get P(Y1|X), P(Y2|X), P(Y3|X) posteriors = posteriors / sum(posteriors);

% Display results disp('Posterior Probabilities:'); for c = 1:num\_classes

fprintf('P(Y%d|X) = %.2f\n', c, posteriors(c)); end

% Predict the class label

[~, predicted\_class\_idx] = max(posteriors); predicted\_class = categories\_class{predicted\_class\_idx};

fprintf('Predicted class for the test sample is: %s\n', predicted\_class);

![](data:image/png;base64,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)

# LAB-2

# Install the required library

!pip install pgmpy
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any.whl.metadata (9.1 kB)

rkx in /usr/local/lib/python3.10/dist-packages (from pgmpy) (3.4.2) in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.26.4)

in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.13.1)

t-learn in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.5.2) s in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.2.2)

sing in /usr/local/lib/python3.10/dist-packages (from pgmpy) (3.2.0)

in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.5.1+cu121) models in /usr/local/lib/python3.10/dist-packages (from pgmpy) (0.14.4) in /usr/local/lib/python3.10/dist-packages (from pgmpy) (4.66.6)

1. in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.4.2)

insum in /usr/local/lib/python3.10/dist-packages (from pgmpy) (3.4.0) st in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.1.3)

e-generativeai in /usr/local/lib/python3.10/dist-packages (from pgmpy) (0.8.3)

e-ai-generativelanguage==0.6.10 in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (0.6.10) e-api-core in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.19.2)

e-api-python-client in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.151.0) e-auth>=2.15.0 in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.27.0)

buf in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (4.25.5) tic in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.10.3)

g-extensions in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (4.12.2)

-plus<2.0.0dev,>=1.22.3 in /usr/local/lib/python3.10/dist-packages (from google-ai-generativelanguage==0.6.10->google-generativea n-dateutil>=2.8.2 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2.8.2)

=2020.1 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2024.2) a>=2022.7 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2024.2)

dpoolctl>=3.1.0 in /usr/local/lib/python3.10/dist-packages (from scikit-learn->pgmpy) (3.5.0)

>=0.5.6 in /usr/local/lib/python3.10/dist-packages (from statsmodels->pgmpy) (1.0.1) ging>=21.3 in /usr/local/lib/python3.10/dist-packages (from statsmodels->pgmpy) (24.2) ock in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (3.16.1)

2 in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (3.1.4)

1. in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (2024.10.0)

==1.13.1 in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (1.13.1)

h<1.4,>=1.1.0 in /usr/local/lib/python3.10/dist-packages (from sympy==1.13.1->torch->pgmpy) (1.3.0) a-nccl-cu12 in /usr/local/lib/python3.10/dist-packages (from xgboost->pgmpy) (2.23.4)

eapis-common-protos<2.0.dev0,>=1.56.2 in /usr/local/lib/python3.10/dist-packages (from google-api-core->google-generativeai->pgmp

sts<3.0.0.dev0,>=2.18.0 in /usr/local/lib/python3.10/dist-packages (from google-api-core->google-generativeai->pgmpy) (2.32.3) tools<6.0,>=2.0.0 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->google-generativeai->pgmpy) (5.5.0)

1-modules>=0.2.1 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->google-generativeai->pgmpy) (0.4.1)

,>=3.1.4 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->google-generativeai->pgmpy) (4.9)

1.5 in /usr/local/lib/python3.10/dist-packages (from python-dateutil>=2.8.2->pandas->pgmpy) (1.16.0)

ib2<1.dev0,>=0.19.0 in /usr/local/lib/python3.10/dist-packages (from google-api-python-client->google-generativeai->pgmpy) (0.22. e-auth-httplib2<1.0.0,>=0.2.0 in /usr/local/lib/python3.10/dist-packages (from google-api-python-client->google-generativeai->pgm mplate<5,>=3.0.1 in /usr/local/lib/python3.10/dist-packages (from google-api-python-client->google-generativeai->pgmpy) (4.1.1) pSafe>=2.0 in /usr/local/lib/python3.10/dist-packages (from jinja2->torch->pgmpy) (3.0.2)

ated-types>=0.6.0 in /usr/local/lib/python3.10/dist-packages (from pydantic->google-generativeai->pgmpy) (0.7.0) tic-core==2.27.1 in /usr/local/lib/python3.10/dist-packages (from pydantic->google-generativeai->pgmpy) (2.27.1)

o<2.0dev,>=1.33.2 in /usr/local/lib/python3.10/dist-packages (from google-api-core[grpc]!=2.0.\*,!=2.1.\*,!=2.10.\*,!=2.2.\*,!=2.3.\*, o-status<2.0.dev0,>=1.33.2 in /usr/local/lib/python3.10/dist-packages (from google-api-core[grpc]!=2.0.\*,!=2.1.\*,!=2.10.\*,!=2.2.\* 1<0.7.0,>=0.4.6 in /usr/local/lib/python3.10/dist-packages (from pyasn1-modules>=0.2.1->google-auth>=2.15.0->google-generativeai- et-normalizer<4,>=2 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0->google-api-core->google-genera 4,>=2.5 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0->google-api-core->google-generativeai->pgmp b3<3,>=1.21.1 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0->google-api-core->google-generativeai fi>=2017.4.17 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0->google-api-core->google-generativeai y.whl (2.0 MB)

━━━━━━━ 2.0/2.0 MB 20.2 MB/s eta 0:00:00

# Install pgmpy and supporting libraries

!pip install pgmpy networkx matplotlib
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Requirement already satisfied: numpy in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.26.4) Requirement already satisfied: scipy in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.13.1)

Requirement already satisfied: scikit-learn in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.5.2) Requirement already satisfied: pandas in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.2.2)

Requirement already satisfied: pyparsing in /usr/local/lib/python3.10/dist-packages (from pgmpy) (3.2.0)

Requirement already satisfied: torch in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.5.1+cu121) Requirement already satisfied: statsmodels in /usr/local/lib/python3.10/dist-packages (from pgmpy) (0.14.4) Requirement already satisfied: tqdm in /usr/local/lib/python3.10/dist-packages (from pgmpy) (4.66.6)

Requirement already satisfied: joblib in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.4.2)

Requirement already satisfied: contourpy>=1.0.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib) (1.3.1) Requirement already satisfied: cycler>=0.10 in /usr/local/lib/python3.10/dist-packages (from matplotlib) (0.12.1)

Requirement already satisfied: fonttools>=4.22.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib) (4.55.1) Requirement already satisfied: kiwisolver>=1.0.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib) (1.4.7) Requirement already satisfied: packaging>=20.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib) (24.2)

Requirement already satisfied: pillow>=6.2.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib) (11.0.0)

Requirement already satisfied: python-dateutil>=2.7 in /usr/local/lib/python3.10/dist-packages (from matplotlib) (2.8.2)

Requirement already satisfied: six>=1.5 in /usr/local/lib/python3.10/dist-packages (from python-dateutil>=2.7->matplotlib) (1.16 Requirement already satisfied: google-ai-generativelanguage==0.6.10 in /usr/local/lib/python3.10/dist-packages (from google-gene Requirement already satisfied: google-api-core in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.1 Requirement already satisfied: google-api-python-client in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pg Requirement already satisfied: google-auth>=2.15.0 in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) Requirement already satisfied: protobuf in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (4.25.5)

Requirement already satisfied: pydantic in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.10.3)

Requirement already satisfied: typing-extensions in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (4 Requirement already satisfied: proto-plus<2.0.0dev,>=1.22.3 in /usr/local/lib/python3.10/dist-packages (from google-ai-generativ Requirement already satisfied: pytz>=2020.1 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2024.2)

Requirement already satisfied: tzdata>=2022.7 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2024.2)

Requirement already satisfied: threadpoolctl>=3.1.0 in /usr/local/lib/python3.10/dist-packages (from scikit-learn->pgmpy) (3.5.0 Requirement already satisfied: patsy>=0.5.6 in /usr/local/lib/python3.10/dist-packages (from statsmodels->pgmpy) (1.0.1)

Requirement already satisfied: filelock in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (3.16.1) Requirement already satisfied: jinja2 in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (3.1.4)

Requirement already satisfied: fsspec in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (2024.10.0)

Requirement already satisfied: sympy==1.13.1 in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (1.13.1)

Requirement already satisfied: mpmath<1.4,>=1.1.0 in /usr/local/lib/python3.10/dist-packages (from sympy==1.13.1->torch->pgmpy) Requirement already satisfied: nvidia-nccl-cu12 in /usr/local/lib/python3.10/dist-packages (from xgboost->pgmpy) (2.23.4)

Requirement already satisfied: googleapis-common-protos<2.0.dev0,>=1.56.2 in /usr/local/lib/python3.10/dist-packages (from googl Requirement already satisfied: requests<3.0.0.dev0,>=2.18.0 in /usr/local/lib/python3.10/dist-packages (from google-api-core->go Requirement already satisfied: cachetools<6.0,>=2.0.0 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->goog Requirement already satisfied: pyasn1-modules>=0.2.1 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->googl Requirement already satisfied: rsa<5,>=3.1.4 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->google-genera Requirement already satisfied: httplib2<1.dev0,>=0.19.0 in /usr/local/lib/python3.10/dist-packages (from google-api-python-clien Requirement already satisfied: google-auth-httplib2<1.0.0,>=0.2.0 in /usr/local/lib/python3.10/dist-packages (from google-api-py Requirement already satisfied: uritemplate<5,>=3.0.1 in /usr/local/lib/python3.10/dist-packages (from google-api-python-client-> Requirement already satisfied: MarkupSafe>=2.0 in /usr/local/lib/python3.10/dist-packages (from jinja2->torch->pgmpy) (3.0.2)

Requirement already satisfied: annotated-types>=0.6.0 in /usr/local/lib/python3.10/dist-packages (from pydantic->google-generati Requirement already satisfied: pydantic-core==2.27.1 in /usr/local/lib/python3.10/dist-packages (from pydantic->google-generativ Requirement already satisfied: grpcio<2.0dev,>=1.33.2 in /usr/local/lib/python3.10/dist-packages (from google-api-core[grpc]!=2. Requirement already satisfied: grpcio-status<2.0.dev0,>=1.33.2 in /usr/local/lib/python3.10/dist-packages (from google-api-core[ Requirement already satisfied: pyasn1<0.7.0,>=0.4.6 in /usr/local/lib/python3.10/dist-packages (from pyasn1-modules>=0.2.1->goog Requirement already satisfied: charset-normalizer<4,>=2 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2 Requirement already satisfied: idna<4,>=2.5 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0->googl Requirement already satisfied: urllib3<3,>=1.21.1 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0- Requirement already satisfied: certifi>=2017.4.17 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0-

from pgmpy.models import BayesianNetwork

# Step 1: Define the Bayesian Network structure model = BayesianNetwork([

('Diff', 'Grade'), # Difficulty influences Grade ('Intel', 'Grade'), # Intelligence influences Grade ('Grade', 'Letter'),# Grade influences Letter

('Intel', 'SAT')]) # Intelligence influences SAT

# Step 2: Define the CPDs (Conditional Probability Distributions) from pgmpy.factors.discrete import TabularCPD

# CPD for Difficulty

cpd\_diff = TabularCPD(variable='Diff', variable\_card=2,

values=[[0.6], [0.4]],

state\_names={'Diff': ['Easy', 'Hard']})

# CPD for Intelligence

cpd\_intel = TabularCPD(variable='Intel', variable\_card=2,

values=[[0.7], [0.3]],

state\_names={'Intel': ['Dumb', 'Intelligent']})

# CPD for Grade

cpd\_grade = TabularCPD(variable='Grade', variable\_card=3,

values=[

[0.3, 0.05, 0.9, 0.5], # Grade A (G=0)

[0.4, 0.25, 0.08, 0.3], # Grade B (G=1)

[0.3, 0.7, 0.02, 0.2] # Grade C (G=2)

],

evidence=['Intel', 'Diff'], evidence\_card=[2, 2],

state\_names={'Grade': ['A', 'B', 'C'], 'Intel': ['Dumb', 'Intelligent'], 'Diff': ['Easy', 'Hard']})

# CPD for SAT

cpd\_sat = TabularCPD(variable='SAT', variable\_card=2,

values=[

[0.95, 0.2], # SAT Bad (S=0)

[0.05, 0.8] # SAT Good (S=1)

],

evidence=['Intel'], evidence\_card=[2],

state\_names={'SAT': ['Bad', 'Good'], 'Intel': ['Dumb', 'Intelligent']})

# CPD for Letter

cpd\_letter = TabularCPD(variable='Letter', variable\_card=2,

values=[

[0.1, 0.4, 0.99], # Letter Bad (L=0)

[0.9, 0.6, 0.01] # Letter Good (L=1)

# Add CPDs to the model

],

evidence=['Grade'], evidence\_card=[3],

state\_names={'Letter': ['Bad', 'Good'], 'Grade': ['A', 'B', 'C']})

model.add\_cpds(cpd\_diff, cpd\_intel, cpd\_grade, cpd\_sat, cpd\_letter)

# Validate the model

assert model.check\_model()

print("CPDs:") print(cpd\_diff) print(cpd\_intel) print(cpd\_grade) print(cpd\_sat)

print(cpd\_letter)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAWCAYAAADTlvzyAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADUklEQVRIia2UX0gcVxTGz11367ij2051NxnXEY0RMQ3G1uaP7ZPGpuStpS8FfZmiJSEKkY4GUUSQvozK+hTJQwQfJUIeCl207S7WKUiIhGbWJcVO1j/ZhbphZzuOujJybx6SgcTsOpshHxyGy/3N+WbuzHcQIQQkSeLD4fD1ZDJ5CmNcYBYAIMgu8uqKMMYOQohZqL6+PtTe3t7Nsuw/2W5EhBAYHR19EIvFzudo/s7yeDz/TU5Onsy25wQASCQSZwAAWlpaphiGeWbXaHt7+7QkSbzL5TrIxTgBACoqKmRFUS75/f5Ia2vrbbuGkUjkiiRJPEVRWi6mYGRkBBiGie/v739UV1f3J8uyT+waFhYW6tXV1Q+bmprue73ep1khQohlybL8tWEYrnxYq7IE1tbWvujq6jqYnp6++z4MHVbHtLGx8dnh4eEHS0tLPwSDwT67x20KEUIsoZmZmTuLi4s/IoRwT0/PN42Njb+YewsLCzcVRWl+qzFChBDyRo5ramqW0fLy8vdWhhhj5+zs7ISmaT6KovSBgYEvOY57DACwt7f34fj4+O/r6+ufH9ejqqrqoSAIbYjneetXPKLS0tLN4eHhppKSkucAALu7u8zY2Ngfm5ubn2bjKysrH/X19V2maVq1/IbZ5PV6nxYVFf1vrmmaVgVBaOM47u+jLMdxjwVB+IqmaRUAAKXT6awj6HVpmuabmJj4TdM0n8/n+3doaOhicXFx6ii3s7NTJopiOB6PnwUA8Pv9kf7+/hbzJADy+GkMw6BEUQwpitLsdrvTg4ODl3INZvPhRFEMu93udHd397cej2f7DcAqN3Nzcz/zPE86OzuN1dXVtnyylk6nT2QyGdpW8FOpVHlvb28iFApdex/BzyuHqqqWMwyTsATzECKEQDwe/ySVSnEsyz4pKytbt9tM1/WPY7HYBYqidmpra//KxjgAAILB4K1AIBBcWVn5zq4ZAMDW1ta5QCAQnJqaupeLcQIAZDKZYgCAaDR62TCMQruGyWTyFMDLQXCsoa7rpQAAsixflWX5ql1DUy6XK3OsYUdHx435+fmfotFom6qqFQghTFGUTghBGGOnOYRfG8YIAAhCiCCEsMPhwAghDACEYZh4Q0PDr7kMXwAi9Yq950uT/AAAAABJRU5ErkJggg==) CPDs:

+------------+-----+

| Diff(Easy) | 0.6 |

+------------+-----+

| Diff(Hard) | 0.4 |

+------------+-----+

+--------------------+-----+

| Intel(Dumb) | 0.7 |

+--------------------+-----+

| Intel(Intelligent) | 0.3 |

+--------------------+-----+

+----------+-------------+-------------+--------------------+--------------------+

| Intel | Intel(Dumb) | Intel(Dumb) | Intel(Intelligent) | Intel(Intelligent) |

+----------+-------------+-------------+--------------------+--------------------+

| Diff | Diff(Easy) | Diff(Hard) | Diff(Easy) | Diff(Hard) |

+----------+-------------+-------------+--------------------+--------------------+

| Grade(A) | 0.3 | 0.05 | 0.9 | 0.5 |

+----------+-------------+-------------+--------------------+--------------------+

| Grade(B) | 0.4 | 0.25 | 0.08 | 0.3 |

+----------+-------------+-------------+--------------------+--------------------+

| Grade(C) | 0.3 | 0.7 | 0.02 | 0.2 |

+----------+-------------+-------------+--------------------+--------------------+

+-----------+-------------+--------------------+

| Intel | Intel(Dumb) | Intel(Intelligent) |

+-----------+-------------+--------------------+

| SAT(Bad) | 0.95 | 0.2 |

+-----------+-------------+--------------------+

| SAT(Good) | 0.05 | 0.8 |

+-----------+-------------+--------------------+

+--------------+----------+----------+----------+

| Grade | Grade(A) | Grade(B) | Grade(C) |

+--------------+----------+----------+----------+

| Letter(Bad) | 0.1 | 0.4 | 0.99 |

+--------------+----------+----------+----------+

| Letter(Good) | 0.9 | 0.6 | 0.01 |

+--------------+----------+----------+----------+

# Step 3: Local independencies and active trail nodes # Local Independencies

print("Local Independencies:")

print(model.local\_independencies('Diff')) print(model.local\_independencies('Intel')) print(model.local\_independencies('Grade')) print(model.local\_independencies('SAT'))

print(model.local\_independencies('Letter'))

# Active trail nodes for 'Diff'

print("\nActive trail nodes for 'Diff':") print(model.active\_trail\_nodes('Diff'))
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(Grade ⟂ SAT | Diff, Intel)

(SAT ⟂ Diff, Grade, Letter | Intel) (Letter ⟂ SAT, Diff, Intel | Grade)

Active trail nodes for 'Diff':

{'Diff': {'Diff', 'Grade', 'Letter'}}

# Step 4: Visualize the Bayesian Network import networkx as nx

import matplotlib.pyplot as plt

# Manually convert the BayesianNetwork into a networkx graph graph = nx.DiGraph() # Directed graph for Bayesian networks for edge in model.edges():

graph.add\_edge(edge[0], edge[1])

# Visualize the graph using networkx plt.figure(figsize=(8, 6))

nx.draw(graph, with\_labels=True, node\_color="skyblue", font\_size=10, node\_size=2000, edge\_color="black", arrowsize=20) plt.title("Bayesian Network Visualization")

plt.show()
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import networkx as nx

import matplotlib.pyplot as plt

# Create a directed graph using networkx graph = nx.DiGraph()

# Add nodes and edges from the Bayesian Network graph.add\_nodes\_from(model.nodes())

graph.add\_edges\_from(model.edges())

# Visualize the graph using networkx plt.figure(figsize=(8, 6))

nx.draw(graph, with\_labels=True, node\_color="skyblue", font\_size=10, node\_size=2000, edge\_color="black") plt.title("Bayesian Network Visualization")

plt.show()
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# LAB-3
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# Install the pgmpy library

!pip install pgmpy
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Downloading pgmpy-0.1.26-py3-none-any.whl.metadata (9.1 kB)

Requirement already satisfied: networkx in /usr/local/lib/python3.10/dist-packages (from pgmpy) (3.4.2) Requirement already satisfied: numpy in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.26.4)

Requirement already satisfied: scipy in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.13.1)

Requirement already satisfied: scikit-learn in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.5.2) Requirement already satisfied: pandas in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.2.2)

Requirement already satisfied: pyparsing in /usr/local/lib/python3.10/dist-packages (from pgmpy) (3.2.0)

Requirement already satisfied: torch in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.5.1+cu121) Requirement already satisfied: statsmodels in /usr/local/lib/python3.10/dist-packages (from pgmpy) (0.14.4) Requirement already satisfied: tqdm in /usr/local/lib/python3.10/dist-packages (from pgmpy) (4.66.6)

Requirement already satisfied: joblib in /usr/local/lib/python3.10/dist-packages (from pgmpy) (1.4.2)

Requirement already satisfied: opt-einsum in /usr/local/lib/python3.10/dist-packages (from pgmpy) (3.4.0) Requirement already satisfied: xgboost in /usr/local/lib/python3.10/dist-packages (from pgmpy) (2.1.3)

Requirement already satisfied: google-generativeai in /usr/local/lib/python3.10/dist-packages (from pgmpy) (0.8.3)

Requirement already satisfied: google-ai-generativelanguage==0.6.10 in /usr/local/lib/python3.10/dist-packages (from google-gene Requirement already satisfied: google-api-core in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.1 Requirement already satisfied: google-api-python-client in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pg Requirement already satisfied: google-auth>=2.15.0 in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) Requirement already satisfied: protobuf in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (4.25.5)

Requirement already satisfied: pydantic in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (2.10.3)

Requirement already satisfied: typing-extensions in /usr/local/lib/python3.10/dist-packages (from google-generativeai->pgmpy) (4 Requirement already satisfied: proto-plus<2.0.0dev,>=1.22.3 in /usr/local/lib/python3.10/dist-packages (from google-ai-generativ Requirement already satisfied: python-dateutil>=2.8.2 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2.8.2)

Requirement already satisfied: pytz>=2020.1 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2024.2)

Requirement already satisfied: tzdata>=2022.7 in /usr/local/lib/python3.10/dist-packages (from pandas->pgmpy) (2024.2)

Requirement already satisfied: threadpoolctl>=3.1.0 in /usr/local/lib/python3.10/dist-packages (from scikit-learn->pgmpy) (3.5.0 Requirement already satisfied: patsy>=0.5.6 in /usr/local/lib/python3.10/dist-packages (from statsmodels->pgmpy) (1.0.1)

Requirement already satisfied: packaging>=21.3 in /usr/local/lib/python3.10/dist-packages (from statsmodels->pgmpy) (24.2) Requirement already satisfied: filelock in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (3.16.1)

Requirement already satisfied: jinja2 in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (3.1.4)

Requirement already satisfied: fsspec in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (2024.10.0)

Requirement already satisfied: sympy==1.13.1 in /usr/local/lib/python3.10/dist-packages (from torch->pgmpy) (1.13.1)

Requirement already satisfied: mpmath<1.4,>=1.1.0 in /usr/local/lib/python3.10/dist-packages (from sympy==1.13.1->torch->pgmpy) Requirement already satisfied: nvidia-nccl-cu12 in /usr/local/lib/python3.10/dist-packages (from xgboost->pgmpy) (2.23.4)

Requirement already satisfied: googleapis-common-protos<2.0.dev0,>=1.56.2 in /usr/local/lib/python3.10/dist-packages (from googl

Requirement already satisfied: requests<3.0.0.dev0,>=2.18.0 in /usr/local/lib/python3.10/dist-packages (from google-api-core->go Requirement already satisfied: cachetools<6.0,>=2.0.0 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->goog Requirement already satisfied: pyasn1-modules>=0.2.1 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->googl Requirement already satisfied: rsa<5,>=3.1.4 in /usr/local/lib/python3.10/dist-packages (from google-auth>=2.15.0->google-genera Requirement already satisfied: six>=1.5 in /usr/local/lib/python3.10/dist-packages (from python-dateutil>=2.8.2->pandas->pgmpy) Requirement already satisfied: httplib2<1.dev0,>=0.19.0 in /usr/local/lib/python3.10/dist-packages (from google-api-python-clien Requirement already satisfied: google-auth-httplib2<1.0.0,>=0.2.0 in /usr/local/lib/python3.10/dist-packages (from google-api-py Requirement already satisfied: uritemplate<5,>=3.0.1 in /usr/local/lib/python3.10/dist-packages (from google-api-python-client-> Requirement already satisfied: MarkupSafe>=2.0 in /usr/local/lib/python3.10/dist-packages (from jinja2->torch->pgmpy) (3.0.2)

Requirement already satisfied: annotated-types>=0.6.0 in /usr/local/lib/python3.10/dist-packages (from pydantic->google-generati Requirement already satisfied: pydantic-core==2.27.1 in /usr/local/lib/python3.10/dist-packages (from pydantic->google-generativ Requirement already satisfied: grpcio<2.0dev,>=1.33.2 in /usr/local/lib/python3.10/dist-packages (from google-api-core[grpc]!=2. Requirement already satisfied: grpcio-status<2.0.dev0,>=1.33.2 in /usr/local/lib/python3.10/dist-packages (from google-api-core[ Requirement already satisfied: pyasn1<0.7.0,>=0.4.6 in /usr/local/lib/python3.10/dist-packages (from pyasn1-modules>=0.2.1->goog Requirement already satisfied: charset-normalizer<4,>=2 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2 Requirement already satisfied: idna<4,>=2.5 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0->googl Requirement already satisfied: urllib3<3,>=1.21.1 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0- Requirement already satisfied: certifi>=2017.4.17 in /usr/local/lib/python3.10/dist-packages (from requests<3.0.0.dev0,>=2.18.0- Downloading pgmpy-0.1.26-py3-none-any.whl (2.0 MB)

━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━ 2.0/2.0 MB 17.6 MB/s eta 0:00:00 Installing collected packages: pgmpy

# Import necessary modules

from pgmpy.models import MarkovNetwork

from pgmpy.factors.discrete import DiscreteFactor from pgmpy.inference import VariableElimination

# Step 1: Define the Markov Network # Create an empty Markov Network

model = MarkovNetwork()

# Add edges as per the network structure from the table

model.add\_edges\_from([('A', 'B'), ('B', 'C'), ('C', 'D'), ('D', 'A')])

# Step 2: Add the Factors # Factor φ(A, B)

phi\_AB = DiscreteFactor( variables=['A', 'B'],

cardinality=[2, 2], # Binary variables values=[

[30, 5], # A=0, B=0 | A=0, B=1 [1, 10] # A=1, B=0 | A=1, B=1

]

)

# Factor φ(B, C)

phi\_BC = DiscreteFactor( variables=['B', 'C'], cardinality=[2, 2], values=[

[100, 1], # B=0, C=0 | B=0, C=1 [1, 100] # B=1, C=0 | B=1, C=1

]

)

# Factor φ(C, D)

phi\_CD = DiscreteFactor( variables=['C', 'D'], cardinality=[2, 2], values=[

[1, 100], # C=0, D=0 | C=0, D=1 [100, 1] # C=1, D=0 | C=1, D=1

]

)

# Factor φ(D, A)

phi\_DA = DiscreteFactor( variables=['D', 'A'], cardinality=[2, 2], values=[

[100, 1], # D=0, A=0 | D=0, A=1 [1, 100] # D=1, A=0 | D=1, A=1

]

)

# Add these factors to the model

model.add\_factors(phi\_AB, phi\_BC, phi\_CD, phi\_DA)

# Step 3: Perform inference

inference = VariableElimination(model)

# Example query: MAP estimation for variable 'C' given evidence A=0 and B=1 result = inference.map\_query(variables=['C'], evidence={'A': 0, 'B': 1})

print("\nMAP Query result (C given A=0, B=1):") print(result)

# Example query: Probability of 'C' given evidence

prob\_result = inference.query(variables=['C'], evidence={'A': 0, 'B': 1}) print("\nProbability distribution of 'C' given A=0, B=1:")

print(prob\_result)
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MAP Query result (C given A=0, B=1):

{'C': 1}

Probability distribution of 'C' given A=0, B=1:

+------+--------------+

| C | phi(C) |

+======+==============+

| C(0) | 1000.0000 |

+------+--------------+

| C(1) | 5000500.0000 |

+------+--------------+